A Software Evolution

The phenomenon of software evolution, first identified in the early 70s [1,2], is now widely recognised as a topic worthy of serious investigation [3]. Studies undertaken have been largely ad-hoc, lacking a unifying conceptual framework, focussing mainly on the how of evolution [4] and on mechanisms for process improvement. The goal has been to increase productivity, reliability, adaptability and predictability of the software process, to decrease development time and to improve the quality of its product. Methods and tools making extensive use of formalisms and other mathematical techniques have been developed with the approach to their development and use primarily based on experience and intuition. The impetus for such investigation has come from the ubiquity of computers, and hence of software, in all aspects of human activity. Understanding, this has led to widespread, active, interest in process improvement in the context of software and, more generally, business processes as evidenced respectively by the SEI CMM model [5] and a recent EPSRC initiative [6]. A small number of groups have adopted a complementary approach [4], seeking to determine and understand the underlying causes, attributes and practical impact of evolution on the software process and its products. Their focus is on the why and what of software evolution; their goals, to address the practical nature of the phenomenon as experienced in industry and by users and to derive practical improvements. Such studies require observation of and data acquisition from industrial software processes and reliance on application of empirical methods [7]. Recently concluded, EPSRC supported, FEAST studies were based on this second approach and on a hypothesis that the software process is a complex, multi-level, multi-loop, multi-agent feedback system. The concepts underlying this and earlier work and their results have been widely disseminated [8].

Computer operations are ever more closely integrated. Desktop computers and the Internet have intensified demand for software that can be maintained compatible with a changing world and that satisfies a variety of needs and growing ambition. As society becomes ever more software dependent, software evolution [3] processes must be reliable, timely and cost-effective. To achieve this, software development and evolution processes require significant improvement. As the demand for this increases and spreads, various ad hoc methods for achieving maturity of industrial software development and maintenance organisations and processes have been developed [5]. But advances in methodology primarily focussed on programming in-the-small [9], have not, in general, scaled up to wide industrial applications. The absence of a supporting and guiding scientific base and framework has long been noted [e.g. 7,10,11]. The focus of this proposal is development of a theoretical framework addressing the absence of a supporting and guiding scientific base and framework has long been noted [e.g. 7,10,11]. The focus of this proposal is development of a theoretical framework addressing the process of transforming a computer application concept - in the widest sense - into an operational system, and maintaining the latter satisfactory in an ever changing execution domain, constitutes a potentially major contribution to ensuring increasingly reliable computer usage.

B Theory of the Software Process and of Software Evolution

Theory development [12], formalisation of key concepts and their wide exposure to falsification via experiment are key to well-founded process improvement and to successful assessment of the practical value of such improvements. Achieving this for the total, that is global, software process [13] is not yet in sight. Deep understanding of its various parts and of their interactions simply does not exist. A theory of software evolution is, however, a different matter. Thirty years [1] of software process studies has yielded a body of empirical knowledge and coherent, albeit incomplete and informal, understanding of the observed evolutionary behaviour of key attributes of software system evolution processes and their invariants. Thus, we are confident that the time is ripe for development of such a theory, with some immediate and practical application in process management and improvement. Moreover, wider holistic implications and properties are expected to become apparent from the development. The theory, and techniques employed in developing it, may well find application in the study of other complex systems and processes [14]. Results from a number of sources [e.g. 11,15,16,17,18], together with those obtained from the FEAST projects have greatly strengthened earlier insights, widened the domain of relevance and potential applicability of the concepts and observations, and strengthened confidence in their validity. The concepts and experience available in the groups submitting this proposal and their external advisors, in the fields of software process, evolution, and formal theory formation, gives us confidence that, with resources as requested in this proposal, foundations of a formal theory of software evolution and a base for its future extension can be achieved in a period of three years. Establishing a theory of software evolution to facilitate understanding, reasoning, analysis, refinement and extension is essential for reliable planning and management of software evolution. It is equally necessary as a basis for scientific experimentation.

C The Practical Impact of a Theory of Software Evolution

Application of Carnap's two level theory [12] discussed below pioneers new ground in software engineering. It is an adventurous development with potential, in the longer term, for providing tools for software process improvement. Current interest in software architectures [19], the search for reuse, pressures for moves to component and COTS based systems [20], all reflect the fact that software must, simultaneously, be made cheaper, more reliable, of higher quality, more adaptable and more evolvable. Software maintenance has been widely identified as a major source of lifetime costs (50 - 95%), increasing complexity and, hence, deterioration of adaptability, evolvability, reliability and quality. A theory identifying sources of evolutionary pressures, attributes of evolutionary behaviour, and controls and constraints managing/controlling that behaviour will identify means to control the deterioration. It will significantly advance the ability to architect and design systems for faster, more reliable and timely evolution. It is not being proposed primarily for the intellectual interest and challenges it presents, but for its potential to develop, support and spread good practice. Introduction into industry and achieving widespread acceptance requires one to overcome inbred scepticism to convince managers and practitioners of legitimacy and efficacy of the practice to be introduced. To date, little if any effort has been invested to demonstrate such legitimacy. Case studies have been the primary, if not the only, tool. Systematic progress demands empirical and theoretical work that feed into one another [21]. A theory will provide, for example, the why of good practice to help justify deployment costs by explaining why they work. Its explanations of
process behaviour will also provide an improvement catalyst, suggesting, for example, hypotheses for empirical investigation.

In summary, an explanatory theory provides a framework for process reasoning, permitting derivation of qualitative and quantitative management and implementation guidelines. Other illustrations derived from FEAST observations, other current sources and earlier work are discussed elsewhere [22]. Confidence in them, their acceptability, integration, extendibility and tool support will be greatly enhanced if they are shown to be part of a coherent, explanatory theory, more so if they follow from a formal, scientific, theory providing sound concepts and a rationale for good practice.

D Theory Development

The proposed development will be rooted in the methods of deductive theory [12,23] and formal reasoning [9,29] with phenomenology input based on years of observation, measurement, interpretation of industrial software processes. Observations include measures and patterns of behaviour, revealing behavioural invariants, suggesting empirical generalisations directly interpretable in terms of the phenomenology. Accumulated observations and understanding must be assembled and organised in an observational theory, as in the figure below. As this evolves, it provides a rationale for existing observations and generalisations. This will permit modest predictions about systems with properties that conform to the base domain of the empirical generalisation. Similar organisations providing similar software evolution services should have characteristics similar to those forming the basis for the generalisation. Real insight comes when a theory has developed. Evolutionary behaviour predicted, explained and interpreted from the theory should reflect fundamental insights; consistent behaviour across organisations, systems and sub-sets of systems in the real worlds of computer application, software development and its evolution. Observations restricted to a subset of systems reflecting common domain characteristics will also be of great interest. Experimental validation for inferences from the theory, and of conclusions reached by others [e.g. 24,25,26] must await formulation of the theory. IC and King's PIs, respectively, will lead the observational and theoretical level developments. Practical implications for engineering and management will follow as illustrated by a report provided to the FEAST referees [22]. The simplified figure below illustrates basic stages of this procedure [12,23].

Initially the work will exploit an existing body of knowledge to systematically explore and refine candidate theories. The investigators will guide the two RA and the PhD students in definition of properties and relationships that lie at the root of the formal theory. External overseas advisors, Professors Fiadeiro and Haeburger of the U. of Lisbon, C Potts of the Georgia Institute of Technology and Dr R Balzer of Teknowledge have expressed strong interest in the proposed development. Regular discussions to seek their independent views are included in the proposal plans and costings.

E An Example of the Phenomenology and of Related Observational Theory

The proposed theory relates specifically to the evolution of E-type systems [7]. Such systems include “programs that address an application (or solve a problem) defined in and part of a real world domain”. The domain of interest (henceforth termed the execution domain), the application as part of that domain and the program implementation can all be considered as models, in the usual mathematical meaning of the term, of a common requirements specification. For an acceptable solution, the specification states those execution domain and putative application properties that must be reflected in the implementation to achieve an acceptable program. Properties not included are, by commission or omission, declared to be of no concern for an acceptable solution. The specification is an abstraction derived, by means of a process of iterative bounding [19] from an understanding and vision of the application being pursued within, and as part of, the execution domain. Both domain and program also possess other properties, the former because the abstractor focuses on the required properties and may or may not exclude others, the latter because implementation details are introduced during development. All properties must be, and must remain, compatible with one another (validation) and with the specification (correctness) as the world changes. If, as a result of changes, a specification is no longer a valid abstraction of the execution domain or if it still is but properties of the latter and the program become incompatible (because what was a valid implementation decision is no longer valid), the E-type program addressing it may display unacceptable behaviour. Evolution is essential to maintain acceptability. Since the real world is always changing, E-type program behaviour in execution is inherently uncertain, can never be guaranteed to remain acceptable [27,28]. This property is a formal property of the (software) engineering process framework described elsewhere [9,29].

The nature and levels of discourse to be used in formation of the theory are illustrated by a brief example. A relationship \( \text{size}(i+1) = \text{size}(i) + e \frac{\text{size}(i)}{2} \), where \( \text{size}(i) \) is the size of the \( i \)th release of a specific software system in number of modules and \( e \) a parameter determined from the size of previous releases, proposed by Turski closely models (mean magnitude of relative error (mmre) < 10 %) the growth of one specific system over the releases for which historical data was available [30]. The model was subsequently fitted to other systems with available release data, with the parameter \( e \) separately estimated for each one. For some systems, because of inflexion points in the behavioural trends two segment fits are more appropriate. The observation yields an empirical generalisation of form: the sizes of...
future releases of a system are predictable by the inverse square model, possibly segmented, with a high level of precision.

Consider now the second law of software evolution, also a candidate for adoption as an empirical generalisation in the proposed theory. It may be stated as "A real world software system that is in regular use increases in complexity unless work is done to control and reduce that complexity" [7]. The inverse square growth pattern as outlined above and other related models [31] are compatible with this law. The inverse square model implies an assumption that complexity control activity is negligible and that the effort applied to evolution is approximately constant. Its parameter may vary from system to system because of differences between systems and, from time to time in a given system, because of major changes (stages) in it as it evolves [11]. Similarly, major changes in organisations, applications, external forces such as market factors and so on may be reflected in process changes and explain why inflexion points occur, why model segmentation is in some cases beneficial. Local deviations from predicted values, on the other hand, are primarily due to different release content requirements or changing release interval. System dynamics models [e.g. 8,32] provide a further source of empirical generalisations derived from the mathematical relationships they reflect. The SD models developed within the FEAST projects provide tools for exploration of dynamic forces and constraints, many feedback based, that are likely to exercise powerful, possibly dominating, influence on evolutionary behaviours and trends of E-type system evolution.

Together with other observations, phenomena and invariants, the above provide the concepts and phenomenology from which the proposed theory of software evolution will initially develop and be formalised. That theory will provide a framework for a further development, as more data and observations become available. This will permit refinement to relate observed phenomena. Size and complexity growth, for example, may be related to process, organisational and environmental attributes and to control activity. From this one will seek to identify application and software process attributes to which the value of e in the above model might be related [31] and the detail of a further model e=F(X1,

...Xn), where the X are values of relevant application and process attributes. Given sufficient data on a variety of systems from different implementation domains one may eventually be able to determine relationships between various attributes and the impact of changes in them on values of e: that is, on the growth rate as the system ages, and on the restoration of growth rate by appropriate system, process or organisational changes. The models will also suggest management and engineering guidelines for improved management of the evolution process.

F The Proposed Approach
The observational level theory is derived from empirical generalisations, based on data, observations, models and interpretations of industrial software evolution as developed over the years [e.g. 1,6,11,15,19], as illustrated by the figure in section D. The above example of theoretical issues to be addressed exemplifies the intended approach to theory formation. What has been included will change, and the theory extended, as ideas are formalised, outstanding issues resolved, more observed phenomena captured and represented, explanations derived.

Inputs to theory formation will be enriched, whenever possible, by addressing questions such as "can characteristics of non-monotonic behaviour of program attributes (e.g., size) that permit prediction of observed behaviours be found?" This, and similar, questions may be addressed by control, optimisation and decision theories, Professor Rustem’s area of expertise. Control theory, in particular, has played a role in past software process studies [33,34] and, may, in general, provide other ingredients for theory development [35,36], a potential indicated by informal analysis. Control and optimisation theory indicate, for example, that increasing constraints on a system (e.g. resource, pricing) reduce performance. A potential application of the proposed theory could help decide whether open source software is better in some sense than conventionally developed software since it is developed with fewer constraints [37].

Once existing observations and empirical generalisations have been structured and absorbed, theory level activity may also explore computational procedures as described, for example, in [23]. Candidate theories will be defined in terms of domain attributes. Discovery of these attributes and which of them best explains empirical observations will provide clues to key evolution process characteristics. Initial approximations that ignore phenomena, as when friction is ignored in physics or engineering, will lead to results and predictions to be validated against existing and new observations. Successive refinement and validation will extend and strengthen confidence in the emerging theory and in its domain of relevance. The accuracy of predictions will guide the search for refinement and investigation of second order phenomena.

Over a three-year period, this innovative project will establish foundations from which a fuller theory will progressively emerge, as the topic is more widely studied. Development of satisfactory definitions and initial formalisation are amongst the first challenges to be met. Subsequent theory formation based on observed behavioural invariants and phenomenology, will yield a significant contribution, providing solid foundations and a framework for further progress in process improvement. Abstracting insights, interpretations and understanding of evolution and its successful formation will also make a fundamental contribution to the development of evolvable systems. This is crucial for a world ever more reliant on software. Equally, it has important implications for general business process improvement.

G Objectives and Tasks
G.1 Objectives
(a) develop initial explanatory, observational level, theory of software evolution based on identified empirical generalisations and evolutionary patterns of industrially developed, marketed and maintained systems
(b) derive and extend a theoretical level explanation in a selected formalism
(c) derive and prove inferences that follow from both levels of the theory as they develop
(d) interpret and validate inferred consequences against already held and newly acquired empirical real world data
(e) determine their practical implications and potential for exploitation
(f) explore industrial exploitation and support industry introduction of practical implications of the theory
(g) document and disseminate results of the project to encourage critical examination, refinement of results, extension of theory and, above all, wide take up and extension of the approach and its practical application

G.2 Tasks
The following steps, overlapped where possible, iterated as necessary and with involvement of collaborators as appropriate, are required to meet these objectives:
(a) identify, classify, structure patterns, invariants and other observations as basis for empirical generalisations
(b) develop outline definitions and initial observational level theory and validate against industrial observations
(c) explore, refine and extend observational level theory by further empirical generalisation
(d) explore the emerging observational level theory in the context of control and other candidate theories
(e) select and evaluate candidate formalisms and test viability by application to initial observational level theory
(f) on the basis of a fuller observational level theory and selected formalisms develop initial theory level theory
(g) refine, extend and continually validate both levels of theory and derive inferences and proofs at the theory level
(h) formally derive industrial guidelines (rules and tools) for practical application and develop full documentation

H Related Work
The IC PI [38] and his colleagues have recognised and been discussing the need and potential for a theory of the software process for some time. There are also scattered references elsewhere to the absence of a theoretical basis and framework for software engineering and to the role that such a theory could play. Bennett and Rajlich, for example, state “… A major challenge for the research community is to develop good theoretical understanding and underpinning for maintenance and evolution, which scales to industrial applications …” [11]. Other than thoughts recently outlined [21], we are, however, not aware of any work in theory level theory development, as defined in this proposal, whether in the wider arena of software engineering or of constituents such as software process or evolution. Informal elements at the observational level can be found in system dynamics and other process models [e.g. 8,32]. Ontology and taxonomy work has been pursued [17] and will provide inputs to the proposed study. Mathematical theory relating to formal representation, formal methods and programming languages does exist and may prove important in supporting it. But such theory is qualitatively different to that being proposed here. Despite differences due to human involvement in software evolution, as a phenomenological descriptor the theory contemplated is more akin to the theories of the physical sciences [12]. It has some relationships with the work outlined in [29], which the King’s PI is particularly keen in exploring in the context of SETh. The application of formal methods and of the many representations and logics in computer science is also relevant here. The proposed study will have access to the necessary knowledge, understanding and experience to these approaches through Imperial and King’s investigators and the individuals named in section D.

The change in paradigm implied by emergence of technologies such as OO, open source, the Internet, component-based architectures, COTS etc. and its implications are clear, as illustrated by studies of Linux evolution [37]. Similarly, hypotheses about COTS usage [20] lie at the heart of a research proposal now in preparation [39]. The proposed development based on empirical generalisations appears to be only weakly related to software technology factors. Thus one may expect, and strive to achieve, a theory independent of specific evolution paradigms or process models. Whether this can be done is an issue to be resolved. The importance of such investigations cannot be over stressed.

I Research Issues
The research hypothesis is that the behaviour of key attributes of evolution processes may be described by a formal scientific theory. Furthermore, the strength of feedback in driving and steering system evolution suggests that behaviour typical of such systems is to be expected. Control theoretic concepts may well find application in the proposed theory, though the nature of the feedback structure and the intimate and creative involvement of people in the process may prove a major challenge to such application. If and how this is to be achieved remains to be determined. The FEAST and other studies provide the necessary conceptual foundations, empirical data and generalisations to explore both hypotheses. Issues that arise, relate to the selection of appropriate formalisms, approaches to theory formation and means to exploit the developing theory as a source and justification for rules, guidelines, tools for software evolution.

The proposed theory will reflect the aggregate behaviour of individuals. Such a focus is established practice in software engineering with evidence of successful application, as illustrated by simulation of software projects and process modelling [32,40], resource estimation [41] and formalisation [42], including the FEAST studies [8]. Of course, the individual human element in software engineering cannot be ignored. Its investigation must be pursued by other means [43]. However, the theory development will contribute to the systematic identification of the potential, bounds and limits for aggregated process modelling. In this regard, our proposal is expected to open up a new direction that will permit process modelling to be undertaken in an innovative way. As an adventurous break into new ground, success for the SETh project cannot be guaranteed, may take years to achieve, but a high degree of feasibility is indicated, its innovative character and potential undeniable. The plans have already been exposed to the research community [21,44].

J Work Plan - The work plan pictured in the appendix describes and expands on the tasks listed in section G 2.

K Collaborators
IBM - Hurley, ICL, Isocra and QinetiQ (formerly DERA) have confirmed their participation as per attached letters. Technical personnel at Deutsche Bank and Ericsson Systems Expertise Ltd. but commitment awaits management approval. Matra-Baev Dynamics, a long time collaborator, has also expressed strong interest and their decision is awaited. The role of all collaborators will be: provision of data as available, interpretation of findings, critique of the emerging theory, support for progressive validation, exploitation and so on.

L Relevance to Beneficiaries
The absence of a software evolution theory is believed to be constraining advances in software technology, mastery of feedback in the software process and process improvement, all matters of major concern, and expenditure, to industry.
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Long-term benefits will come from rationalisation, integration, validation and extension of the existing knowledge in the area. All will play an important role in creating the confidence required to achieve improvements in quality, productivity, response time, predictability, resource forecasting, planning and so on. The theory will facilitate reasoning about evolution, the process of evolution and its modelling. Advancing insight and inferences from the developing theory provides opportunities for improving software evolution practice. This is illustrated by a report "Rules and Tools for Software Evolution Planning and Management" issued to FEAST collaborators and shortly to be published [22] and in the example of section E. The report provides guidelines ready for application. Much of this material may appear self-evident. Its originality, greatly to be strengthened by development of a theory, lies in the fact that the practical guidelines are provided within a unifying conceptual framework. Even in the short term, it has significant potential for contributions to software practice and, more generally, for business and organisational process improvement.

M Dissemination

The importance of continually bringing the results of this project to the widest possible audience, to encourage others to join in development and investigation and to exploit the results, is clearly recognised. As in the FEAST projects that produced over 50 publications, the SETh results will be energetically disseminated. The widespread interest in the results obtained speaks for the effectiveness of the group in this regard. The SETh project will build on these results, extend and strengthen confidence in them and may be expected to equal this record. The proposed budget includes an amount to cover the cost of such dissemination including conference and workshop participation.

N Allocation of Personnel to Tasks

All investigators will be actively involved in the project. Prof. Lehman expects to devote no less than 50% of his time to the project. The IC located RAs and a doctoral student will work, jointly and individually at the observational level, progressively getting involved at the theoretical level. The doctoral student at King’s will focus on the theoretical level. The senior IC RA will address critical project tasks, liaise between the IC and King’s teams and, in consultation with the IC PI and the collaborators, be responsible for the identification, formulation and documentation of rules and guidelines and for monitoring activities to ensure that project objectives are being met. All this activity will be under joint supervision of the IC and King’s PIs. As individual topics and tasks are defined, the PhD students will be guided by their PI supervisors to each achieve identifiable contributions subject to appropriate contribution to project objectives. On the basis of their experience and other current research, Profs. Hankin (IC) and Maibaum (King’s) will supervise selection of appropriate formalisms and formal theory formation. Prof. Rustem will be involved in directing resolution of the various control theoretic issues mentioned above or that arise as the project progresses. Using email, telephone and visits every six months or so (as opportunities permit), the overseas advisors will contribute to concept formation and planning, and review progress. It is hoped that Profs. W M Turski (U. of Warsaw) and D E Perry (U. of Texas at Austin) and Dr V Stenning (Anshar Ltd.) will also be able to continue their long-standing involvement with the Department and group. Industrial collaborators will contribute from 10 to 45 person-days of technical effort, participating in workshops and by direct contact with the academic groups. They will critically examine progress, review documents and contribute to development, interpretation and validation of concepts, models and the evolving theory in relation to their industrial criteria and individual software evolution and organisational processes.

O Management and Resources

O.1 Project Personnel

One RA1A with wide interests in the software process and evolution, formal methods and/or theory formation and mathematical skills to apply, interpret and explore modelling techniques and models, will work at IC on the basic development under the guidance of the Investigators and the external advisors. A second, RA1B will bring together and organise the data and observations required for and work with the senior RA on theory development, developing tools required for the project, be responsible for a SETh web page and carry out other project related duties. It is also planned to attract and involve two full time doctoral student, one each at IC and King’s.

O.2 Project Management

Direction and day to day project management of the IC contribution, including overall progress monitoring of the project as a whole and timely provision of deliverables will be the responsibility of the IC PI. The King's PI will be responsible for management of the King's team. The two PIs will be jointly responsible for liaison between the two teams and with the external advisors. The co-investigators will provide critical appraisal of approaches being used, of project plans, conclusions drawn, draft reports and papers. Seven workshops attended by all those involved collaborators and guests will review results to ensure technical soundness and that plans for the remainder of the project will lead to objectives being met.

O.3 Travel and Subsistence - supporting both IC and King's Teams

Seven project workshops with some 20 participants each are planned over the three year project at a total cost of £1200. Growing interest in the topic and plans for continuous, widespread dissemination requires active participation in software engineering conferences and workshops such as ICFCS, ICSE, ICSM, ESEC/FSE, ETAPS, IISPSE, EWSPT, WESS. Support (including registration fees) is requested for 12 UK/European (£8000), 8 US and other destinations person-trips (£11,200), 6 visits to the named advisors and interested organisations in industry and government, timed to coincide with these events, (£4800), 30 UK person-trips for work sessions with the collaborators (£1900).

O.4 Equipment, Consumables, Support

Desktop computers and a printer are required for the PI, and two RAs at IC and for the PI and student at King’s. The level of expected travel and presentations requires a laptop for use by all project personnel. Costs include computer consumables, system support, connection to departmental networks, reproduction costs, new software, upgrades.

O.5 Other Resources
As indicated in the attached letters of support, the industrial collaborators will provide significant staff effort to work on the project, travel and subsistence for those staff to attend meetings, and on-site facilities as required. If other groups involved in related work can be found, links to build on common interests will be established.

P References1 - for a full bibliography and copies of recent papers follow links at [8]

[38] Publication listings available from links at http://www.doc.ic.ac.uk/~mml

1 “*” indicates that the publication is reprinted in [7], “**” indicates that a version of this reference is available via [8]
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